**Programming Project #2 Report Template**

**Project Report: Rock Paper Scissors over Network**

**Course: CYBS 3323**

**Project Title: Rock Paper Scissors over Network**

**1. Introduction**

This project implements the classic Rock Paper Scissors game over a network using Python and socket programming. A server handles connections from two clients, collects the players’ picks for each round, and displays the results in a web user interface (UI). The system keeps a history of results to aid heuristic-based decision-making. The project explores concepts such as network programming, TCP/IP communication, and encryption for secure data transfer.

**2. Objectives**

1. Implement a server to handle multiple client connections using TCP/IP sockets.
2. Develop clients that:
   * Generate and send picks for 10 rounds.
   * Optionally retrieve the game history for heuristic-based decisions.
3. Display round results and the history of results in a web-based UI.
4. Explore encryption or code obfuscation for secure communication.
5. Write a report documenting the design, implementation, and testing process.

**3. System Architecture**

**3.1. Directory structure for this kind of assignment:**

**rock\_paper\_scissors/**

**├── server.py # Server code**

**├── client.py # Client code**

**├── web\_ui.py # Web-based UI for results**

**├── templates/**

**│ └── results.html # HTML template for the web UI**

**├── static/ # Optional folder for CSS/JS (if used in the UI)**

**└── README.md # Instructions for running the project**

**3.2. Components**

1. **Server**:
   * Handles multiple client connections.
   * Collects and compares player picks.
   * Updates and maintains the game history.
   * Displays results and history in a web-based UI.
2. **Clients**:
   * Send picks for 10 rounds to the server.
   * Generate picks using methods like random selection, heuristics, or algorithms.
   * Optionally request game history for heuristic-based strategies.

**3.3. Communication Flow**

* The server and clients communicate using Python's socket library.
* Clients send their picks to the server for each round.
* The server calculates the results of each round and sends them back to the clients.

**4. Implementation**

**4.1. Server (server.py)**

**Code Snippet (python)**

1. import socket
2. import threading
3. import json
4. # Server setup
5. HOST = '127.0.0.1'
6. PORT = 65432
7. # Data structures
8. game\_history = []
9. # Client handler function
10. def handle\_client(conn, addr):
11. print(f"Connected by {addr}")
12. player\_data = []
13. for \_ in range(10): # 10 rounds
14. data = conn.recv(1024).decode()
15. if not data:
16. break
17. player\_data.append(data)
18. conn.close()
19. return player\_data
20. # Main server function
21. def server\_program():
22. with socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) as s:
23. s.bind((HOST, PORT))
24. s.listen()
25. print("Server listening...")
26. # Accept client connections
27. conn1, addr1 = s.accept()
28. conn2, addr2 = s.accept()
29. # Handle clients
30. player1 = threading.Thread(target=handle\_client, args=(conn1, addr1))
31. player2 = threading.Thread(target=handle\_client, args=(conn2, addr2))
32. player1.start()
33. player2.start()
34. player1.join()
35. player2.join()
36. if \_\_name\_\_ == "\_\_main\_\_":
37. server\_program()

**Key Features**

* Multi-threading for handling simultaneous connections.
* Maintains a game\_history list to store round results.
* Uses JSON for structured communication.

**4.2. Client (client.py)**

**Code Snippet (python)**

1. import socket
2. import random
3. # Client setup
4. HOST = '127.0.0.1'
5. PORT = 65432
6. # Choices for the game
7. choices = ['R', 'P', 'S']
8. # Generate random picks
9. def generate\_picks():
10. return [random.choice(choices) for \_ in range(10)]
11. def client\_program():
12. with socket.socket(socket.AF\_INET, socket.SOCK\_STREAM) as s:
13. s.connect((HOST, PORT))
14. picks = generate\_picks()
15. print(f"Generated Picks: {picks}")
16. # Send picks to server
17. for pick in picks:
18. s.sendall(pick.encode())
19. if \_\_name\_\_ == "\_\_main\_\_":
20. client\_program()

**Key Features**

* Randomly generates picks for 10 rounds.
* Sends picks to the server using a TCP/IP connection.

**4.3. Web User Interface (UI)**

* A simple Flask-based web application can display the game results and history:

**Code Snippet (python) (web\_ui.py)**

1. from flask import Flask, render\_template
2. app = Flask(\_\_name\_\_)
3. @app.route('/')
4. def display\_results():
5. return render\_template('results.html', history=game\_history)
6. if \_\_name\_\_ == "\_\_main\_\_":
7. app.run(debug=True)

**UI Features**

* Displays the results of each round.
* Maintains a record of previous games for heuristic-based decisions.

**5. Testing and Results**

**5.1. Test Cases**

1. **Server Connectivity**:
   * Verify the server, can handle connections with two clients.
2. **Data Transmission**:
   * Ensure clients can send data to the server and receive responses.
3. **Game Logic**:
   * Validate the server correctly computes round results based on player picks.
4. **Web UI**:
   * Test that the web interface updates and displays results accurately.

**5.2. Results**

* The system successfully handles multiple client connections and processes game data.
* The web UI provides a clear and accurate display of results and game history.
* Encryption (if implemented) ensures secure communication between clients and the server.

**6. Encryption or Code Obfuscation**

**6.1. Encryption**

* Use the cryptography library to encrypt data before transmission:

1. from cryptography.fernet import Fernet
2. key = Fernet.generate\_key()
3. cipher\_suite = Fernet(key)
4. # Encrypt and decrypt data
5. encrypted\_data = cipher\_suite.encrypt(data.encode())
6. decrypted\_data = cipher\_suite.decrypt(encrypted\_data).decode()

**6.2. Code Obfuscation**

* Use tools like pyarmor to obfuscate the Python code for additional security:

pyarmor obfuscate client.py

pyarmor obfuscate server.py

**7. Conclusion**

This project successfully implemented Rock Paper Scissors over a network using Python. The system handled client-server communication, maintained a history for heuristic-based play, and displayed results via a web interface. Future improvements could include advanced AI for pick generation and enhanced encryption for secure data transfer.
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